This article presents a software development project carried out by a two-person startup enterprise. The objective of the project was to develop a social networking website for travelers. The new ISO/IEC 29110 standard developed specifically for very small entities and startups was used to develop the software for a Web application to allow users to collaborate with all members of a network of friends, planning their trips and sharing the details in a simple and easily accessible way. Managing this project and developing the software for it took about 1,000 hours. Using proven software engineering practices set out in the ISO/IEC 29110 standard enabled the two-person team to plan and execute the project—expending only 13 percent of the total project effort on rework (i.e., wasted effort). About 9 percent of the total project effort was expended on prevention tasks and 6 percent on evaluation tasks, such as desk check peer reviewing and testing. The last section of this article presents lessons learned and a list of recommendations for future users of the ISO/IEC 29110 standard and guides.
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**INTRODUCTION**

Worldwide, startups and very small entities (VSEs), that is, enterprises, organizations, departments, or projects having up to 25 people, are major contributors of valuable products and services. In Europe, for instance, as illustrated in Table 1 on the next page, more than 92 percent of enterprises have fewer than 10 employees. Another 6.5 percent have between 10 and 49 employees.

In Canada, close to 98 percent of businesses are small businesses with fewer than 50 employees. About 32 percent
of these have between one and 19 employees (Statistics Canada 2008). These small businesses spend about 5.8 percent of their revenues on research and development (R&D). The standard and guides presented in this article have been specifically developed with the needs of startups and VSEs in mind.

Now, more than ever, system integrators depend on their many suppliers to deliver subsystems that meet evolving requirements correctly, predictably, rapidly, and cost effectively. The supply chain of a large system often has a pyramidal structure. If an undetected defect is left in a low-level component, it may remain undetected once it has been integrated into a higher-level component. For example, as illustrated in Figure 1, a large manufacturer integrated into one of its products a component produced by one of its lowest-level suppliers that contained an undetected software error. This defective component cost the manufacturer millions of dollars. A vast majority of these low-level suppliers are VSEs.

Essentially, startup software companies are organizations without an established product, customer base, or revenue stream. Some of the attributes of these enterprises are the following (adapted from Ruokolainen 2007; Nambisan 2002; Sutton 2000):

- Small
- Relatively young and inexperienced personnel
- Focus on outward-looking activities: getting the product into the marketplace
- Entrepreneur driven
- Technology oriented
- Few tangible assets
- Limited access to investments and loans
- Limited cash flow
- Focus on managing human resources judiciously and gaining valuable experience in product coding and testing
- Lacking discipline in product development tasks
- Projects typically of low complexity and limited scope
- Lacking process rigor, but without serious consequences, owing to the low complexity and highly resource-intensive nature of most of the projects
- Successfully evolve to star status only if other development tasks (e.g., version control, domain knowledge reuse) are performed, possibly along with the adoption of additional process control measures, which calls for investment in the process discipline by both utility developers and expert coders

A typical software startup VSE would most likely be at the bottom of the pyramid illustrated in Figure 1. Then, as the startup grows, it might climb up the pyramid and eventually become a large manufacturer. A VSE might also decide not to be part of the pyramid of a supplier and remain a standalone organization. This is the type of startup described in this article.

Since most standalone VSEs developing software are, by definition, small and aiming to grow, putting in place a minimal project management process and a software development process can provide a solid basis on which to establish the enterprise and enable it to accommodate a growing number of customers and hire new employees.

ISO/IEC 29110 is a new standard aimed at helping VSEs develop their products better, faster, and cheaper (Laporte, O’Connor, and Fanmuy 2013; O’Connor and Laporte 2014). The purpose of this article is to present
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**TABLE 1** Size of enterprises in Europe (Moll 2013)

<table>
<thead>
<tr>
<th>Type of enterprise</th>
<th>Number of employees</th>
<th>Annual turnover (EURO)</th>
<th>Number of enterprises (% of overall)</th>
<th>Number of enterprises</th>
</tr>
</thead>
<tbody>
<tr>
<td>Micro-enterprises</td>
<td>1-9</td>
<td>≤ 2 million</td>
<td>92.2%</td>
<td>19,968,000</td>
</tr>
<tr>
<td>Small enterprises</td>
<td>10-49</td>
<td>≤ 10 million</td>
<td>6.5%</td>
<td>1,358,000</td>
</tr>
<tr>
<td>Medium enterprises</td>
<td>50-249</td>
<td>≤ 50 million</td>
<td>1.1%</td>
<td>228,000</td>
</tr>
<tr>
<td>SMEs, total</td>
<td>87,100,000</td>
<td></td>
<td>99.8%</td>
<td>21,544,000*</td>
</tr>
<tr>
<td>Large enterprises</td>
<td>&gt; 250</td>
<td>&gt; 50 million</td>
<td>0.2%</td>
<td>43,000</td>
</tr>
<tr>
<td>Large enterprises, total</td>
<td>42,900,000</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

* Independent companies only, excluding legally independent companies that are part of large enterprises.
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**FIGURE 1** Example of the supply chain of a large manufacturer (adapted from Shintani 2006)
the development of social networking-oriented trip-planning software using the ISO/IEC 29110 standard as a reference. The project, which was carried out by a team of two individuals (co-authors of this article), resulted in an initial release of the software that included 25 functional requirements. Since the founders of the startup were already employed on a full-time basis, the software development was carried out on a part-time basis over a period of one year and required nearly 1,000 hours of effort. This was the first time the new ISO/IEC 29110 standard had been used by a startup information technology (IT) business involving two individuals.

The objective of the website, called SwiceTrip, is to help a traveler throughout the life cycle of a trip, from the initial planning stage to the ongoing monitoring and sharing of the travel experience. The site offers an attractive and easy-to-use interface to allow users to create travel itineraries and share useful information with fellow travelers, as well as keep track of the details of the trip, such as dates, names, hotels, and so on. The description of a trip can include cities, activities, accommodations, and photos, all of which can be accessed by the traveler’s friends, who can also view its history. This small startup organization offers their travel services free of charge. The revenues will come from the advertising displayed on the site.

In the next section, the authors present an overview of the ISO/IEC 29110 standard and the guides used by this startup, followed by a description of the approach adopted to perform the management and engineering activities required by ISO/IEC 29110. They then present the results obtained and discuss the positive outcomes of the method used, as well as areas for improvement. Finally, the authors present the lessons learned and a list of recommendations for the use of ISO/IEC 29110 and the deployment packages developed to help implement the standard.

**OVERVIEW OF THE ISO/IEC 29110 STANDARD**

Many international software engineering standards, such as ISO/IEC/IEEE 12207 (ISO 2008), have been developed to capture proven software engineering practices. Unfortunately, these standards were not written for very small development organizations and are consequently difficult to apply in such settings (Laporte, Alexandre, and Renault 2008a).

<table>
<thead>
<tr>
<th>Generic profile group</th>
<th>Entry</th>
<th>Basic</th>
<th>Intermediate</th>
<th>Advanced</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

An ISO working group, ISO/IEC JTC1 SC7 Working Group 24, has been mandated to develop a set of international standards and technical reports to provide software development VSEs with a four-stage road map, as illustrated in Table 2. These stages are also called “profiles.” The four profiles are: Entry, Basic, Intermediate, and Advanced. The VSEs targeted by the Entry profile are startups and VSEs working on small projects (at most six person-months of effort). The Basic profile describes the software development practices of a single application by a single project team. The Intermediate profile targets VSEs developing multiple projects within the context of the organization taking advantage of them. The Advanced profile targets VSEs wanting to sustain their growth as independent competitive software development businesses.

Since a vast number of VSEs are not involved in the development of safety-critical software and because this type of software is often developed using domain-specific standards (e.g., DO-178 for aerospace, ISO 26262 for automobile), WG24 decided to focus initially on VSEs not involved in the development of safety-critical software. A VSE developing safety-critical software could use ISO/IEC 29110 and add the requirements imposed by a domain-specific standard.

There is a wide range of development approaches designed for organizations developing software, as illustrated in Figure 2 on the next page on two axes. On the horizontal axis, from left to right, is the level of ceremony, from a low ceremony approach with little documentation (e.g., the agile approach) to a high ceremony approach with comprehensive documentation (e.g., the plan-driven CMMI* approach). On the vertical axes are the approaches based on the level of risk. At the top of this axis is a low-risk linear project using a waterfall approach, while at the bottom of the axis is a risk-driven project using an iterative approach. As the authors explain next, ISO/IEC 29110 is positioned at about the intersection of the two axes.
ISO/IEC 29110 is not intended to dictate the use of a particular life cycle, such as waterfall, iterative, incremental, evolutionary, or agile. The target audiences of this standard and the associated technical reports are described in Table 3. Briefly, the content of the five ISO/IEC 29110 documents described in Table 3 (adapted from ISO 2011b) is as follows:


- ISO/IEC 29110-2 introduces the concepts for systems and the standardized software engineering profiles for VSEs. It establishes the logic behind the definition and application of profiles, and it specifies the elements common to all the profiles (structure, conformance, assessment).

- ISO/IEC TR 29110-3 defines the process certification scheme, the assessment guidelines, and the compliance requirements needed to achieve the purposes of the defined profiles. ISO/IEC 29110-3 also contains information that can be useful to developers of certification and assessment methods, and also developers of certification and assessment tools.

- ISO/IEC 29110-4 provides the specifications for all the profiles in one profile group that are based on subsets of appropriate standards elements.

- ISO/IEC TR 29110-5 provides a management and engineering guide for each profile in one profile group.

- All ISO/IEC 29110 technical reports (TR) are available at no cost from ISO. A few countries have already translated the English set of ISO/IEC 29110 documents into Spanish, Portuguese, French, and Japanese. Brazil, Japan, Peru, and Uruguay have adopted ISO/IEC 29110 as a national standard.

### Table 3 ISO/IEC 29110 target audience (ISO 2011c)

<table>
<thead>
<tr>
<th>ISO/IEC 29110</th>
<th>Title</th>
<th>Target audience</th>
</tr>
</thead>
<tbody>
<tr>
<td>Part 1</td>
<td>Overview</td>
<td>VSEs and their customers, assessors, standards producers, tool vendors, and methodology vendors</td>
</tr>
<tr>
<td>Part 2</td>
<td>Framework</td>
<td>Standards producers, tool vendors, and methodology vendors Not intended for VSEs</td>
</tr>
<tr>
<td>Part 3</td>
<td>Certification and assessment guide</td>
<td>VSEs and their customers, assessors, accreditation bodies</td>
</tr>
<tr>
<td>Part 4</td>
<td>Profile specifications</td>
<td>VSEs, customers, standards producers, tool vendors, and methodology vendors</td>
</tr>
<tr>
<td>Part 5</td>
<td>Management and engineering guide</td>
<td>VSEs and their customers</td>
</tr>
</tbody>
</table>

### Overview of the ISO/IEC 29110 Basic Profile

Since the Basic profile was used by the startup in this study, the authors present an overview of its structure in this section. Then, the ISO/IEC 29110 project management process is presented, followed by the project management tasks conducted during the development of the software. Finally, the authors present an overview of the engineering process of ISO/IEC 29110 used to develop the website.

The Basic profile of ISO/IEC 29110 is divided into two processes, as illustrated in Figure 3 on the next page: a project management (PM) process, and a software...
implementation (SI) process. Each process is composed of a few activities and tasks, and the documents to be produced.

As illustrated in Figure 3, the customer’s statement of work (SoW) is used to initiate the PM process. The project plan is used to guide the execution of the software requirements analysis, software architectural and detailed design, software construction, software integration and test, and product delivery activities. Verification, validation, and test tasks are included in the SI process. The PM process closure activity delivers the software configuration (i.e., a set of software products) and then obtains the customer’s acceptance to formalize the end of the project.

For illustration purposes, one task of the project planning activity is expanded in Table 4. The roles involved in the task are listed on the left-hand side of the table. The PM and the customer (CUS) are involved in these two tasks.

ISO/IEC 29110 Project Management Process

Figure 4 on the next page shows the flow of information among the four activities in the PM process of the ISO/IEC 29110 standard, including the most relevant work products and the relationship between them. Each activity includes a description of tasks, roles, inputs, and outputs. The notation used to document the processes presents the activities sequentially, although it is possible to use other development approaches, such as iterative, incremental, evolutionary, or agile.

WEBSITE PROJECT PLANNING

Since this project was aimed at developing a website for travelers, it did not initially involve “real” customers. Friends were consulted to collect and validate the functionalities that such a site could offer. Then, the two-person development team played the role of a client and prepared an SoW with the following high-level functionalities:

- User management
- Travel management
- Trip viewing

- Travel research
- Collaboration on a trip
- Website administration

Table 5 on the next page lists the user management features required for high-level functionality, with their estimated level of effort and their priority. A high priority is associated with the functionalities considered essential for the first version of the product.

The main nonfunctional requirements, also called performance requirements, of this project are:

- Security: The new Web application will meet the standards of the industry with respect to Web security.
- Performance: The website will provide a response time of less than two seconds.
- Reliability: The proposed infrastructure will ensure at least 99 percent availability.
- Audit: The website will keep track of user activities (who did what and when).
List of Deliverables

Figure 5 on the next page depicts the delivery instructions form, which lists the artifacts that will be delivered at the end of the project. The delivery instructions form is one element of the project plan; it is approved by the customer when the customer and the project manager approve the project plan.

Project Budget

Table 6 on the next page lists the top-level cost elements and an estimate of each for the development of the first version of the SwiceTrip website. To illustrate the size of the project, effort estimates were expressed in dollars. The only cost elements that were not performed by the two-member development team were the graphic design task and the communication task. The costs listed in Table 6 were calculated in order
To initiate the development of the project plan, the authors began by prioritizing the features listed in the SoW, and then converted them into a set of requirements and assigned a unique identification number to each requirement. They subsequently estimated the effort required to perform the tasks listed in ISO/IEC 29110 to illustrate the amount of effort required to develop and host the website.

The SoW document was used as an input to the drafting of the project plan proposed by the ISO/IEC 29110 standard. The main requirements of the project were extracted from the SoW, in order to define the scope of the project and describe the overall product. In the initial step, the roles of the two stakeholders in the project were identified and the responsibilities of each of them were documented. The assignment of the roles, as described in ISO/IEC 29110, for each of the team members was documented in a table on the project plan (see Table 7 on the next page).

The ISO/IEC 29110 Basic profile management and engineering guide lists the documents that have to be developed during a project and their typical content. Table 8 on the next page reveals which team member was either an author or a reviewer of each document produced during the project.

To initiate the development of the project plan, the authors began by prioritizing the features listed in the SoW, and then converted them into a set of requirements and assigned a unique identification number to each requirement. They subsequently estimated the effort required to perform the tasks listed in ISO/IEC.

### TABLE 6  SwiceTrip project budget (in Canadian dollars)

<table>
<thead>
<tr>
<th>Cost element description</th>
<th>Cost</th>
</tr>
</thead>
<tbody>
<tr>
<td>Software development</td>
<td>$90,000</td>
</tr>
<tr>
<td>(500 hours x 2 people x $90/hour)</td>
<td></td>
</tr>
<tr>
<td>Graphic design</td>
<td>3,750</td>
</tr>
<tr>
<td>(50 hours x $75/hour)</td>
<td></td>
</tr>
<tr>
<td>Communication</td>
<td>3,750</td>
</tr>
<tr>
<td>(50 hours x $75/hour)</td>
<td></td>
</tr>
<tr>
<td>Hosting of the website</td>
<td>600</td>
</tr>
<tr>
<td>Legal fees associated with the creation of the enterprise</td>
<td>900</td>
</tr>
<tr>
<td>Miscellaneous</td>
<td>500</td>
</tr>
<tr>
<td>Total</td>
<td>$99,250</td>
</tr>
</tbody>
</table>
Development of a Social Network Website Using the New ISO/IEC 29110 Standard Developed Specifically for Very Small Entities

To prepare the schedule, the two-person team estimated that they could invest about 10 hours per week on the development project. The effort required to perform each activity was estimated based on their experience. They realized that it would not be possible to expend more effort per week, since they were both already employed full time.

To help with project planning, the team used an open-source GanttProject software tool (http://www.ganttproject.biz). With this tool, they developed a work breakdown, estimated tasks, identified dependencies between tasks, and assigned a resource to each task.

The next part of the project planning focused on the budget (i.e., human resources, office equipment, and tools), and also included risk management. The risks were documented, and a qualitative assessment of their probability of occurrence and potential impacts was performed. A brief risk mitigation plan was developed as well. The five main risks associated with the project are presented in Table 9 on the next page.

Management of the versions of the artifacts is documented in the project plan, and includes the tree, the location, the access mechanism, the backup/restore process, and artifact identification. The open source software Apache Subversion SVN was used to manage the artifact versions. Figure 6 on the next page shows two pages of the website developed.

**EXECUTION OF THE PROJECT PLAN**

Once the project plan was finalized, contrary to what happens in many VSEs and even in larger organizations, the plan was used to guide the execution of the project. Time sheets were used to collect the effort, in person-hours, associated with each task listed in the project plan.
EVALUATION AND CONTROL OF THE PROJECT

ISO/IEC 29110 includes an evaluation and monitoring activity to assess the performance of the plan against the commitments documented.

Progress meetings were held during the first week of each month. As described in ISO/IEC 29110, during these meetings the progress on each of the tasks defined in the project plan was reviewed, and a completion percentage was determined for each task. All the risks identified in the project planning phase were reviewed to assess them, mitigate their impact, or both. A brief project progress report was documented by the project manager. This report included a list of tasks, their progress expressed as a percentage, their status (e.g., OK, risky, in danger), and a comment explaining the reason for the status when a task was assigned either “risky” or “in danger” status.

If a task deviated significantly from the project plan, corrections were proposed to return as much as possible to the initial project plan. Modifications were documented using the GanttProject software tool. The corrections were registered in the project progress report and monitored at monthly review meetings.

SOFTWARE QUALITY ASSURANCE

The two members of the team agreed that all the tasks described in ISO/IEC 29110 would be carried out in the project. For example, verification tasks, such as peer reviews, were performed on the requirement specification and architecture documents. The team used the desk check to review their documents.

The desk check (Wallace 1996), sometimes referred to as the “pass around,” is not described in published standards. This type of peer review is inexpensive and easy to implement in any organization. It can be used to detect anomalies and omissions, improve a document, or present and discuss alternative solutions. This type of review is used to review low-risk documents or when the schedule does not include a more comprehensive review, such as a walk-through or inspection, as set out in the IEEE-1028 standard (IEEE 2008). Figure 7 on the next page shows a schematic view of the desk check review.

The following checklist, called a “generic checklist,” was used to review most of the documents (adapted from Gilb and Graham 1993):

- GD1 (COMPLETE). All information relevant to the purpose of the document must be included or referenced.
- GD2 (RELEVANT). All information must be relevant to the purpose of the document and to the section in which it resides.
- GD3 (BRIEF). Information must be stated succinctly.
- GD4 (CLEAR). Information must be clear to all checkers.
- GD5 (CORRECT). Information must be free of technical errors.
- GD6 (CONSISTENT). Information must be consistent with all other information in the document and its source documents.
- GD7 (UNIQUE). Ideas should be stated once only and thereafter referenced.

A template to record anomalies detected during reviews, which would apply to documents required by ISO/IEC 29110, was developed early in the project. Figure 8 on the next page shows an example of this template.

Since the team consisted of only two members, the author of a deliverable had to make the corrections, while the other member was responsible for reviewing the document and making a list of the anomalies detected. The reviewer had the responsibility of identifying defects and indicating the outcome of the review as either “accept the document as is” or “make corrections.” Some documents, such as the requirement specification document, required several rounds of reviews before the reviewer accepted the document. The various versions of the documents were managed using a software versioning tool.
ISO/IEC 29110 SOFTWARE IMPLEMENTATION PROCESS

As discussed previously, the second process in ISO/IEC 29110 is entitled, “Software implementation process.” Figure 9 on the next page shows the flow of information between the six activities associated with this process, including the most relevant work products and their relationships.

Next, the authors present the activities of the software implementation process of ISO/IEC 29110, except for the first one, entitled, “Software process initiation,” the main objective of which is to present the software developers with the project plan, along with their roles, their tasks, and the tools they will use.

Software Requirements Analysis

As defined in ISO/IEC 29110, the software requirements analysis activity analyzes the requirements agreed to by the customer, and establishes the validated project requirements. This activity provides (ISO 2011c):

- Review of the project plan by the work team to determine task assignment
- Commitment to the project plan by the work team and project manager
- Establishment of an implementation environment

The SoW is an important input to the development of the specifications document, and includes a general description of the product and the high-level

**FIGURE 8** Anomaly registration form

<table>
<thead>
<tr>
<th>Document title: Requirements Specifications</th>
<th>Document version: 0.5</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Item ID</th>
<th>Page number</th>
<th>Section number</th>
<th>Checklist ID</th>
<th>Reviewer initials</th>
<th>Description (key words)</th>
<th>Author’s remark</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>8</td>
<td>2.1</td>
<td>GD1</td>
<td>CM</td>
<td>The actor “Administrator” is missing from the list of actors. Add this actor.</td>
<td>Done</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
</tbody>
</table>

Total number of anomalies 11

<table>
<thead>
<tr>
<th>Name of author of document: Charles Hébert</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name of reviewer: Christian Mineau</td>
</tr>
</tbody>
</table>

| Date review: 2014-05-02 | Effort to review the document (hours): 2.5 | Effort to correct the document (hours): 4 |

Decision: [ ] Accept as is [X] Make corrections [ ]
FIGURE 9  Software implementation process of ISO/IEC 29110 (ISO 2011c)
characteristics of the software to be developed. The final version of the SoW had 28 pages, and the features described in it were described in more detail in the specification document. A template to capture the requirement specifications as use cases was developed by the team.

When the requirement specifications were documented, many questions were raised about how to meet the initial requirements, which sparked a great deal of discussion and allowed the team to identify the features that were the most complex to produce. Also, they realized that there were elements that had not been specified in the SoW; e.g., the development of a management console for the website. The analysis activity was very useful during the monthly project reviews. Some features were removed from the project, owing to their complexity, and others were added. The final requirement specification document contained 48 pages.

The requirement specifications were verified and validated several times to ensure their accuracy and testability, as well as their consistency with the product description. The results of the verification and validation tasks revealed major anomalies and reduced the amount of rework effort that would have been required downstream. Data on the verification and validation tasks and on the rework effort are presented next.

**Software Architecture and Detailed Design**

As defined in ISO/IEC 29110, the software architectural and detailed design activity transforms the software requirements into the software system architecture and detailed software design. This activity provides (ISO 2011c):

- Work team review of the project plan to determine task assignment
- Design of the software architecture, software components, and associated interfaces
- Detailed design of the software components and interfaces
- Work team review of the requirement specifications
- Verification of the software design and correction of defects
- Verification of the test cases and test procedures for integration testing
- Traceability of the software requirements to the software design, test cases, and test procedures
- Design of the products and documents under version control

This activity began following correction of the anomalies detected during the verification and validation of the requirement specification document. The architecture and the design document provide an overview of the software architecture and the details of each of its components, and of the development standards that were used during the construction activity. The database was also modeled during the architecture development phase.

A template, available in the architecture deployment package (Guillemot and Champagne 2009), was used to develop the software architecture and detailed design document. The resulting document consisted of three sections: the high-level software architecture, the detailed software design, and the external interfaces. The final version of the architecture and detailed design document contained 33 pages.

During this activity, a traceability matrix was developed, as described in the ISO/IEC 29110, to connect the software requirements, defined in the requirement specification document, to the software components. Since, in most projects, requirements, which are defined in the requirement specification activity, are never finalized at the end of this activity, a traceability matrix is very useful—one advantage being the possibility of rapidly identifying the software components impacted when software requirements are modified, added, or deleted during a project. A fragment of the project traceability matrix is presented in Figure 10 on the next page.

**Software Construction**

As defined in ISO/IEC 29110, the software construction activity develops the software code and data from the software design. This activity provides (ISO 2011c):

- Work team review of the project plan to determine task assignment
- Work team review of the software design to determine the software construction sequence
- Coded software components and unit testing applied
- Traceability between the software components and the software design
This activity began following verification and validation of the architecture and design documents. Components to develop (i.e., code), were assigned to the two-person team in accordance with the project plan. Since both the requirements and the architecture had been submitted for review, the construction phase went very smoothly.

**Software Integration and Testing**

As defined in ISO/IEC 29110, the software integration and testing activity ensures that the integrated software components satisfy the software requirements. This activity provides (ISO 2011c):

- Work team review of the project plan to determine task assignment
- Understanding of test cases and procedures, as well as the integration environment
- Integration of software components, correction of defects, and documentation of results
- Traceability of requirements and design to the integrated software product
- Documentation and verification of the operational and software user documentation
- Verification of the software baseline

A test plan was developed to verify the site's features, as documented in the requirement specification document, prior to the publication of the website. A fragment of the test plan is presented in Table 10. For each test case, the authors defined its relationship with the use case, a test description, the steps involved, and the expected results.

To manage the defects detected, the team used a tracking tool. This software allowed them to take an inventory of the problems found during the integration and testing activity, to track problems and classify them, and to determine a priority for each defect found. In this project, the open source Bugzilla software tool (http://www.bugzilla.org) was used to manage the defects.

The test report presents the results of the tests carried out using the test plan. These results are used to illustrate the number of problems found and the progress of the resolution of anomalies. The test plan includes 112 cases that have been successfully completed, with the exception of test cases connected to one type of defect: the wrong format for a date manually entered by a user. Since this defect was classified as minor, the decision was made not to correct it during the first development cycle. Table 11 on the next page summarizes the defects classified by their seriousness using the following defect classification:

- **Blocker:** prevents function from being used, no work-around, blocking progress on multiple fronts
- **Critical:** prevents function from being used, no work-around
- **Major:** prevents function from being used, but a work-around is possible
- **Normal:** makes a function difficult to use, but no special work-around is required
TABLE 10  Fragment of the test plan

<table>
<thead>
<tr>
<th>Requirement</th>
<th>Test case ID</th>
<th>Test description</th>
<th>Test procedure</th>
<th>Success criteria</th>
<th>Results</th>
<th>Comment</th>
<th>Date of test</th>
</tr>
</thead>
<tbody>
<tr>
<td>R1 – Add a user</td>
<td>1,1</td>
<td>Validation of obligatory fields</td>
<td>1. Click on “Register a user” 2. Click on “I want to subscribe”</td>
<td>A message is displayed beside each field</td>
<td>Successful</td>
<td></td>
<td>2013-11-20</td>
</tr>
<tr>
<td></td>
<td>1,2</td>
<td>Validation of the length of the text in each field</td>
<td>1. Click on “Register a user” 2. Enter the maximum length of the text in each field</td>
<td>No. of characters: • First name: 20 • Name: 20 • Email: 50 • Password: 15 • Confirmation of password: 15</td>
<td>Successful</td>
<td></td>
<td>2013-11-20</td>
</tr>
</tbody>
</table>

TABLE 11  Number and types of defects detected through testing and corrected

<table>
<thead>
<tr>
<th>Seriousness</th>
<th>No. of defects detected</th>
<th>No. of defects corrected</th>
<th>Percentage of defects corrected</th>
</tr>
</thead>
<tbody>
<tr>
<td>Blocker</td>
<td>3</td>
<td>3</td>
<td>100%</td>
</tr>
<tr>
<td>Critical</td>
<td>22</td>
<td>22</td>
<td>100%</td>
</tr>
<tr>
<td>Major</td>
<td>11</td>
<td>11</td>
<td>100%</td>
</tr>
<tr>
<td>Normal</td>
<td>12</td>
<td>12</td>
<td>100%</td>
</tr>
<tr>
<td>Minor</td>
<td>19</td>
<td>6</td>
<td>32%</td>
</tr>
<tr>
<td>Total</td>
<td>67</td>
<td>54</td>
<td>81%</td>
</tr>
</tbody>
</table>

- Minor: does not affect function, but the behavior is not normal

Figure 11 illustrates the percentage of defects detected during the execution of the tests for each category of defects.

All defects classified as show stoppers, critical, major, and normal were corrected. The only defects that were not all corrected were the minor ones. These defects do not prevent the successful execution of the website, and will be addressed in a subsequent development phase.

PRESENTATION AND ANALYSIS OF EFFORT DATA

Table 12 on the next page presents the efforts of the team recorded on the timesheets as the number of hours expended for each task. The total effort devoted to this project was 990.5 hours. The effort devoted to prevention, such as the installation of the environment (e.g., server, tools), was 89 hours, and the execution of the tasks took 716 hours. These figures do not include the effort required to review artifacts (60.5 hours) and to correct defects (i.e., rework) (125 hours).

The desk check peer reviews, an evaluation task, detected a total of 39 defects in the documents produced. The defect breakdown is as follows:
- Project plan: 5
- Requirement specifications: 15
- Architecture and detailed design: 14
- Maintenance and product operation guides: 5

There was no effort required for review or correction for initiation activity environments, project management, or deployment (installation of the website with the external host). One can see that the remediation
Table 12: Effort to prevent, execute, detect, and correct errors by the two-member team

<table>
<thead>
<tr>
<th>Task</th>
<th>Prevention (hours)</th>
<th>Execution (hours)</th>
<th>Review (hours)</th>
<th>Correction of defects (hours)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Environment installation (server, work stations, tools)</td>
<td>89</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Project plan development</td>
<td></td>
<td>35</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>Project plan execution and project assessment and control</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Project plan execution</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Project assessment and control</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Specification development and prototype development</td>
<td>199.5</td>
<td>7</td>
<td>18</td>
<td></td>
</tr>
<tr>
<td>• Statement of work</td>
<td>34</td>
<td>2</td>
<td>13</td>
<td></td>
</tr>
<tr>
<td>• Requirements specification</td>
<td>54</td>
<td>2</td>
<td>6.5</td>
<td></td>
</tr>
<tr>
<td>• Prototype development</td>
<td>93</td>
<td>3</td>
<td>17</td>
<td></td>
</tr>
<tr>
<td>Architecture development</td>
<td>42.5</td>
<td>1.5</td>
<td>3.5</td>
<td></td>
</tr>
<tr>
<td>Test plan development</td>
<td>12.5</td>
<td>1</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>Code development and code testing</td>
<td></td>
<td>361</td>
<td>47</td>
<td>96.5</td>
</tr>
<tr>
<td>• Home page</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Research</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Portfolio</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Trip</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• City</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Activity</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Profile</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Administration tools</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>User guide and maintenance document development</td>
<td>8</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Website deployment</td>
<td></td>
<td>8.5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Project closure</td>
<td></td>
<td>2</td>
<td></td>
<td>2</td>
</tr>
<tr>
<td>Total (hours)</td>
<td>89</td>
<td>716</td>
<td>60.5</td>
<td>125</td>
</tr>
</tbody>
</table>

Krasner has published a table, illustrated in Table 14 on the next page, presenting similar numbers (Krasner 1998). Again, one can see that a startup VSE with a rework percentage of 12.6 percent is performing slightly better than a CMM level 3 organization.

The percentage of rework associated with website development is lower than the percentage of rework required in a level 3 organization. The percentage of defects is low because the development team knew that, in most software development projects, a large number of the defects are introduced during the development of the requirements, and that it is much more efficient to detect and correct them in the requirement specification phase than later in the process. Figure 12 on the next page illustrates that, for a U.S. company, nearly 50 percent of software defects are found during the requirement
specification phase. Consequently, the development team put more effort into this activity to minimize the rework effort that would be required during a subsequent phase.

It is not unusual for software projects developed in immature organizations to require rework in the 40 to 50 percent range. For example, the authors of this article have collected data on the cost of software quality (CoSQ) in their environment from professional engineers, managers, and graduate students in the master’s degree program in software engineering at a Montréal 7,500-student engineering school, the ETS. As illustrated in Table 15 on the next page, the estimated cost of this rework is about 30 percent of the total development cost. Most of the industrial data were collected at two large multinational enterprises: one involved in the transportation sector and the other in the aerospace sector. The numbers in parentheses indicate how many people responded to the CoSQ survey.

In most startups, the rework or wasted effort for a project similar to this one would have added at least another 400 hours. If one subtracts the numerous interruptions (phone calls, answering personal emails, interruptions from a colleague, discussions in corridors, and so on)
from an eight-hour day, this means that for an effort of about six hours per team member per day, the website would have been ready for operation about 30 days later than with a project with only 12.6 percent waste.

From Table 12, one can also calculate the percentage of evaluation effort. Since the two-member team spent 60.5 hours on evaluation tasks, such as the desk check, the percentage of effort expended on evaluation tasks was 6.1 percent.

One can compare the values for this project to the data published a few years ago by Raytheon (Haley 1996). Haley illustrated the relationships between the investments/benefits and the maturity levels of the CMM® for Software (Paulk et al. 1993). The study at Raytheon showed (see Figure 13) that, at level 3, the percentage of rework was about 11 percent and the percentage of effort invested in evaluation tasks was about 7 percent.

In a study performed in a large organization, 1,100 software tasks in a software development project, representing 88,000 hours of effort, were analyzed to measure the cost of quality (Laporte et al. 2012). The distribution of the development costs in the various categories of software quality and implementation is illustrated in Figure 14. The figure also reveals that the cost of rework is 10 percent, the cost of prevention is 2 percent, and the cost of evaluation is 21 percent of the total cost of development. At the time the cost of quality study was performed, this organization was at level 3 of the CMM maturity model.

<table>
<thead>
<tr>
<th></th>
<th>Cost of performance</th>
<th>Cost of rework</th>
<th>Cost of appraisal</th>
<th>Cost of prevention</th>
<th>Quality (defects/KLOC)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Site A American Engineers (19)</td>
<td>41%</td>
<td>30%</td>
<td>18%</td>
<td>11%</td>
<td>71</td>
</tr>
<tr>
<td>Site A American Managers (5)</td>
<td>44%</td>
<td>26%</td>
<td>14%</td>
<td>16%</td>
<td>8</td>
</tr>
<tr>
<td>Site B European Engineers (13)</td>
<td>34%</td>
<td>23%</td>
<td>32%</td>
<td>11%</td>
<td>23</td>
</tr>
<tr>
<td>Site C European Engineers (14)</td>
<td>31%</td>
<td>41%</td>
<td>21%</td>
<td>8%</td>
<td>35</td>
</tr>
<tr>
<td>Site D European Engineers (9)</td>
<td>34%</td>
<td>34%</td>
<td>26%</td>
<td>7%</td>
<td>17</td>
</tr>
<tr>
<td>Course A 2008 (8)</td>
<td>29%</td>
<td>28%</td>
<td>24%</td>
<td>14%</td>
<td>403</td>
</tr>
<tr>
<td>Course B 2008 (14)</td>
<td>43%</td>
<td>29%</td>
<td>18%</td>
<td>10%</td>
<td>19</td>
</tr>
<tr>
<td>Course C 2009 (11)</td>
<td>45%</td>
<td>30%</td>
<td>14%</td>
<td>11%</td>
<td>48</td>
</tr>
<tr>
<td>Course D 2010 (8)</td>
<td>45%</td>
<td>25%</td>
<td>20%</td>
<td>10%</td>
<td>35</td>
</tr>
<tr>
<td>Course E 2011 (15)</td>
<td>34%</td>
<td>32%</td>
<td>27%</td>
<td>8%</td>
<td>60</td>
</tr>
<tr>
<td>Course F 2012 (10)</td>
<td>40%</td>
<td>31%</td>
<td>20%</td>
<td>9%</td>
<td>55</td>
</tr>
<tr>
<td>Course G 2013 (14)</td>
<td>44%</td>
<td>25%</td>
<td>19%</td>
<td>12%</td>
<td>72</td>
</tr>
</tbody>
</table>
When compared to the data presented in Tables 13 and 14, the cost-of-quality data (i.e., prevention, evaluation, rework) for the two-member startup enterprise presented in Table 10 positions the startup VSE at a maturity level close to 3. A VSE, using ISO/IEC 29110, can rapidly perform at a high level of maturity and then it can quickly and easily improve its processes.

**Development of a Prototype**

The design of a prototype early in the development of the website was a factor in the success of the project, as the prototype enabled the team to identify areas for modification and to obtain comments and recommendations early in the development cycle. In fact, they developed and evaluated a small prototype for each group of website specifications. This approach reduced the overall development costs, as user feedback was considered prior to the coding phase.

**Selecting an ISO/IEC 29110 Profile**

The authors compared the two profiles of ISO/IEC 29110 available at the start of the project: the Entry profile (ISO 2012) and the Basic profile (ISO 2011c). The Entry profile targets startup VSEs (this VSE was founded less than three years ago), and VSEs with projects involving an effort of six person-months or less. Table 17 shows the differences between the two profiles. At the beginning of the project, the development team decided to hold a lessons learned session to be more effective in the future development of the site’s features. The two questions that were used to develop the lessons learned were: 1) What has the team done that should be repeated in a future project? 2) What has the team done that should either not be done or improved in a future project?

<table>
<thead>
<tr>
<th>Technology</th>
<th>Version ID</th>
</tr>
</thead>
<tbody>
<tr>
<td>Apache ANT</td>
<td>V1.8.3</td>
</tr>
<tr>
<td>Eclipse</td>
<td>Indigo</td>
</tr>
<tr>
<td>Glassfish</td>
<td>V3.1</td>
</tr>
<tr>
<td>GoogleAdSense</td>
<td>N/A</td>
</tr>
<tr>
<td>GoogleMap</td>
<td>v3</td>
</tr>
<tr>
<td>Java Persistence API (JPA)</td>
<td>V2.0</td>
</tr>
<tr>
<td>JEE</td>
<td>V1.6.0.35</td>
</tr>
<tr>
<td>JSF</td>
<td>V2.0</td>
</tr>
<tr>
<td>Log4J</td>
<td>v1.2.16</td>
</tr>
<tr>
<td>PostgreSQL</td>
<td>V9.1</td>
</tr>
<tr>
<td>Putty</td>
<td>0.62</td>
</tr>
<tr>
<td>Turtoise SVN</td>
<td>1.7.6</td>
</tr>
<tr>
<td>WinSCP</td>
<td>4.3.6</td>
</tr>
</tbody>
</table>

**LESSONS LEARNED**

Even though the project closure activity of ISO/IEC 29110 does not require a lessons learned session to be conducted, the development team decided to hold one, so as to be more effective in the future development of the site’s features. The two questions that were used to develop the lessons learned were: 1) What has the team done that should be repeated in a future project? 2) What has the team done that should either not be done or improved in a future project?
of the website development project, the two-person team found that the differences between these two profiles were not too great, and they believed the additional workload for the basic profile would be a good fit for this project.

In the middle of the project, the team consulted the public website of ISO/IEC JTC1/SC7 Working Group 24 and discovered a video in French describing ISO/IEC 29110. According to the video, the Entry profile targets startup VSEs, among others. The team wondered whether they should, in fact, have selected the Entry profile for this project, since they were starting a new enterprise. The additional practices and documentation required by the Basic profile could have been set aside for the first iteration of the project. The team decided to complete the development using the Basic profile.

**Using Open Source Software**

The use of open source software facilitated the execution of many tasks of the ISO/IEC 29110 standard. For example, for project management, a free GanttProject software tool helped define the tasks, the effort, the delivery dates, and the resources to track ongoing development. For the software integration and testing activity, the team chose the Bugzilla software tool, which allowed them to record the defects identified and their descriptions, to define the components affected, to determine a priority for each defect, and to track the corrections for each defect. The version management software tool Apache Subversion SVN (http://subversion.apache.org) was used throughout the project. Finally, a repository was created, using the SVN tool, to manage the documents produced and their versions right from the start of the project.

**Using the Tools Developed to Support the ISO/IEC 29110 Standard**

The two-person team benefited from the tools developed to support the new standard. As described in Table 3 and the text below it, ISO/IEC 29110 Part 2 (Framework) and Part 4 (Profile specifications) are international standards. Part 4 defines what needs to be done, that is, the specifications of each profile, in this case the Basic profile specifications. This startup VSE could have used Part 5 (Management and engineering guide), which defines how to do what is described in Part 4. In addition to the description of the management and software implementation processes, this document describes the roles and the typical content of each document used as inputs or outputs to the two processes.

To provide additional guidance to busy VSEs on the implementation of the management and engineering guidelines, a series of deployment packages (DPs) was developed to explain the processes and activities defined in ISO/IEC 29110 in more detail. The typical content of a DP includes a description of processes, activities, tasks, steps, roles, and products, and provides templates, checklists, examples, references, mappings to standards and models, and a list of tools. The mappings show that a DP has explicit links to standards, such as ISO/IEC/IEEE 12207 (ISO 2008), or to models, such as CMMI for Development (SEI 2010).

As illustrated in Figure 15, this set of DPs was designed to enable a VSE to implement its content, such as version control, without having to implement the complete set of activities of ISO/IEC 29110 all at once. A set of nine DPs was developed and is freely available on the Internet. Finally, all these tools are freely available on the Web in English, French, and Spanish.

**RECOMMENDATIONS FOR FUTURE USERS OF ISO/IEC 29110**

**Select the Appropriate Profile**

Future users should take the time to select the profile that is best suited to the characteristics of their project.
At this time, the first two profiles have been published by ISO: the Entry profile (ISO 2012) and the Basic profile (ISO 2011c). Working Group 24 is busy developing the next two profiles: Intermediate and Advanced. Once all four profiles are available, it will become important to choose the appropriate profile for a particular project. The authors recommend using the self-assessment tool available on the website (http://profs.etsmtl.ca/elparote/VSE/Groupe24-menu.html) to help make this choice. For anyone establishing a new company and developing a new product, the authors suggest considering the Entry profile to start with, and advancing to the Basic profile after completion of one or two development iterations. Since the Basic profile is based on the Entry profile, the jump from the Entry profile to the Basic profile should be an easy one.

Select the Right ISO/IEC 29110 Standard Language

The authors recommend using the version of ISO/IEC 29110 that is the most familiar to the VSE principals. The barrier posed by the use of ISO/IEC 29110 in a language that is difficult to understand is considerable. The management and engineering guides are available in English, French, Portuguese, and Spanish.

Take Advantage of Open Source Software Tools

There are software tools available free of charge that can readily implement some of the standard activities and tasks outlined in this ISO/IEC standard. The authors believe the use of these tools, such as GanttProject, Bugzilla, and Subversion, would be of significant value to VSEs in developing their products.

Use the Deployment Packages

When time is an issue, DPs, available on a public website of Working Group 24, can help with the implementation of the most important tasks and activities of the management and implementation processes of ISO/IEC 29110, while the remaining tasks and activities can be implemented gradually using other DPs.

Other documents available on this website are implementation guides, checklists, assessment tools, descriptions of software reviews, videos, and short case studies.

Adapt the ISO/IEC 29110 Standard to the Organization

ISO/IEC 29110 part 5 is a management and engineering guide developed to facilitate the implementation of ISO/IEC 29110 formally defined in Part 4 (that is, the profile specifications). It is possible, for example, to adapt the terminology of the management and engineering guide to the terminology used in a particular organization. Some of the documents described in the guide can also be combined or split.

Although the tasks and activities described in the guides are listed sequentially, a VSE can, and should, adapt them to other approaches as needed, such as iterative, incremental, evolutionary, or agile. DPs to illustrate the use of the guide using an agile approach are currently under development. DPs are also under development for the application of ISO/IEC 29110 in specific domains, such as gaming, medical, and automotive.

An organization seeking ISO/IEC 29110 certification will not have much latitude for eliminating tasks or documents of the standard. Part 4 describes the requirements for the audit process. An ISO/IEC 29110 document describing the certification is under development (ISO 2014c).

CONCLUSION

This software was developed in accordance with the effort planned for the project and delivered on time, according to the schedule set while developing the baseline software requirements. The authors have shown with this project that it is possible to effectively plan and execute a software development project using the management and engineering guides of the ISO/IEC 29110 standard.

The authors recommend the use of ISO/IEC 29110 for all VSEs wishing to improve their management and software engineering practices. It provides small organizations, and larger organizations with small projects, the ability to use a framework adapted to their needs. A VSE can gradually increase its performance and enhance its image by developing quality software while meeting the needs, timetable, and budget of the client. The application of ISO/IEC 29110 has resulted in a very low percentage, that is, 12.6 percent, of wasted effort, which is similar to the figures encountered in high-maturity organizations. Finally, VSEs seeking investors, partners, or customers could apply for ISO/IEC 29110 certification.
This project has demonstrated that it is possible to properly plan and execute a project, and develop a software product, using the proven software practices documented in ISO/IEC 29110, without interfering with the creative process during the development of the website. Those who think of standards as a burden, unnecessary overhead, or a threat to creativity should look at this startup project and revisit their assumptions.

There is a systems engineering version of ISO/IEC 29110 (Laporte and O’Connor 2014a; Laporte, Houde, and Marvin 2014; ISO 2014a; ISO 2014b) for those interested in the development of systems with hardware components. The two processes involved in developing these systems, along with the activities of the Basic systems engineering profile, are illustrated in Figure 16.

There are similarities between the software and the system Basic profiles. In fact, the project management process of the two profiles is almost identical. The engineering processes of both profiles, at a high level (i.e., at the activity level), are quite similar. They differ mostly at the task level. In the systems engineering profile, if the system requires the development of software, then the systems engineering profile suggests using the Basic software profile. An Entry profile, for systems engineering, is currently being finalized and should be published by ISO in 2015.
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